
Die Entwicklung von Forschungssoftware als
praktische Interdisziplinarität

Gerret von Nordheim / Lars Koppers / Karin Boczek / Jonas Rieger / Carsten Jentsch /
Henrik Müller / Jörg Rahnenführer*

Wir stellen in diesem Aufsatz ein Modell interdisziplinärer Zusammenarbeit zwischen
Kommunikationswissenschaft und Methodenwissenschaft (hier: Statistik) vor. Dabei
steht die Frage im Mittelpunkt, wie sich die Kollaboration grundverschiedener Diszipli-
nen über einen längeren Zeitraum verstetigen lässt. Der agilen Entwicklung von For-
schungssoftware, die die fachübergreifende Zusammenarbeit strukturiert, kann hierbei
eine zentrale Rolle zukommen. Sie ermöglicht zwei Ebenen der Zusammenarbeit mit
verschiedenen Zeithorizonten: auf der einen werden zeitlich begrenzte Projekte umge-
setzt, auf der anderen die längerfristige Zusammenarbeit organisiert. Wechselnde Team-
Konstellationen und Hierarchien ermöglichen kontinuierlichen Wissensaustausch, die
verwendete Programmiersprache ist Grundlage für die Entstehung einer fächerüber-
greifenden Kommunikation und die Orientierung auf ein gemeinsames Produkt schafft
eine Kultur der gemeinsamen Verantwortlichkeit. Um die theoretischen Reflexionen an
der Forschungspraxis zu spiegeln, greifen die Autor*innen auf ihre Erfahrungen im Kon-
text des Dortmund Center für datenbasierte Medien-Analyse (kurz: DoCMA) zurück.
DoCMA ist deswegen als Fallbeispiel relevant, da Struktur und Organisation hier auf
die Erfordernisse der agilen Entwicklung offener Forschungssoftware ausgerichtet wur-
den.
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The Development of Research Software as Practical Interdisciplinarity

In this paper we present a model of interdisciplinary cooperation between communication science
and methodological science (here: statistics). We focus on the question of how the collaboration of
fundamentally different disciplines can be perpetuated over a longer period of time. The agile de-
velopment of research software that structures cross-disciplinary collaboration can play a central role
here. It enables two levels of collaboration with different time horizons: On one, fixed-term projects
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are implemented; on the other, longer-term collaboration is organized. Changing team constellations
and hierarchies enable continuous knowledge exchange, the applied programming language is the
foundation for the emergence of interdisciplinary communication, and the orientation towards a
common product creates a culture of shared responsibility. In order to relate the theoretical reflections
to research practice, the authors draw on their experiences in the context of the Dortmund Center
for Data-Based Media Analysis (DoCMA). DoCMA is relevant as a case study because its structure
and organization were designed to meet the requirements of agile development of open research
software.

Keywords: interdisciplinarity, agile software development, research software, interpositional
knowledge, intersectional knowledge, R programming language.

Einleitung

In einer komplexen und verschränkt globalisierten Welt bedarf es interdisziplinärer An-
sätze, um gesellschaftliche Probleme zu bearbeiten. In der Wissenschaft vollzieht sich
Fortschritt zunehmend „an den Grenzen beziehungsweise an den Schnittstellen zwi-
schen den Disziplinen“ (Kleiner, Vorwort zu Defila u. a., 2008, S. VII). Die Tendenz hin
zur Interdisziplinarität ist nicht neu (vgl. Brozek und Keys, 1944), sie hat sich jedoch in
den vergangenen Jahren verstärkt. So ist die Vergabe von Forschungsgeldern inzwischen
häufig an interdisziplinäre Projektausrichtungen gekoppelt, was als Symptom und
Triebfeder dieser Entwicklung gelten kann (DFG, 2020; BMBF, 2019). Für einzelne,
insbesondere kleine Fächer entsteht hierdurch ein Spannungsfeld, wie Loosen u. a. un-
längst in einem Konferenz-Call zum Thema interdisziplinäre Journalismusforschung
konstatierten: Zwischen Selbstverständnisdebatten und disziplinärer Konturierung auf
der einen und Rufen nach integrativ(er)er interdisziplinärer Forschung auf der anderen
Seite (vgl. Loosen u. a., 2019). Auch Tsatsou beobachtet, dass die Forderungen nach
interdisziplinärer Öffnung an die Adresse der Medien- und Kommunikationswissen-
schaftler*innen immer dringlicher werden (vgl. Tsatsou, 2016, S. 652). Doch auch sie
sieht damit verbunden eine „fundamental tension“ (ebd.): Zwar sei die Disziplin einer-
seits inhärent interdisziplinär mit traditionellen Querverbindungen zu Sozial-, Geistes-
und Politikwissenschaften, Linguistik, Cultural Studies oder Sozialpsychologie. Ande-
rerseits beobachtet die Autorin, dass Medien- und Kommunikationswissenschaftler*in-
nen zögerten, ihre „comfort zone“ zu verlassen – sie scheiterten daran, Praktiken zu
entwickeln, die eine Kollaboration mit Disziplinen ermöglichen, die eine andere Sprache
sprechen und einer anderen epistemologischen Tradition angehören (vgl. ebd., S. 653).

Analog betonen Peters und Broersma (2019), dass Digitalisierung, Medienkonver-
genz und die Entstehung von Web 2.0 und 3.0 die Medienlandschaft derart verändert
hätten, dass Journalismusforscher*innen kaum auf sich allein gestellt schritthalten könn-
ten. Als Antwort auf diese Herausforderungen sei in den vergangenen Jahren eine ganze
Reihe „neuer und verbesserter“ Forschungstechnologien vorgestellt worden (Peters und
Broersma, 2019, S. 661) – diese werden zumeist unter dem Sammelbegriff „computatio-
nal methods“ zusammengefasst, also beispielsweise Netzwerkanalysen, automatisierte
Inhaltsanalysen wie überwachte Klassifikationen oder unüberwachte Verfahren wie To-
pic Modeling, Word Embeddings etc. (für eine weiterführende Übersicht vgl. van Atte-
veldt und Peng, 2018). In einem Feld, das ohnehin zur Multidisziplinarität neige, seien
solche Trends „intellectually seductive (to say nothing of overwhelming)” (ebd.) – gerade
deswegen sei jedoch eine gewisse Vorsicht geboten. Um die Potenziale der neuen Me-
thoden zu heben, müssen Medien- und Kommunikationswissenschaftler*innen Wege
erkunden, die mit ihnen einhergehenden vielgestaltigen Herausforderungen zu bewäl-
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tigen – etwa die Speicherung und Verarbeitung großer Datenmengen oder die Weiter-
entwicklung und Adaption algorithmischer Methoden.

Um einer Lösung dieser Probleme näherzukommen, möchten wir in diesem Aufsatz
ein Modell interdisziplinärer Zusammenarbeit zwischen Kommunikationswissenschaft
und Methodenwissenschaft (hier: Statistik) vorstellen. Insbesondere soll dabei die Frage
im Mittelpunkt stehen, wie sich die Kollaboration grundverschiedener Disziplinen über
einen längeren Zeitraum verstetigen lässt. Der iterativen Entwicklung von Forschungs-
software, die die fachübergreifende Zusammenarbeit strukturiert, kann hierbei eine zen-
trale Rolle zukommen – sie ist die Grundlage der hier beschriebenen praktischen Inter-
disziplinarität, ihr Bindeglied. In gemeinsamen Forschungsprojekten werden gleichzei-
tig Iterationen der Software-Entwicklung vorgenommen, die sich in neuen Features und
Versionen manifestieren. Dabei wird deutlich, wie Software-Entwicklung die kontinu-
ierliche interdisziplinäre Praxis stimulieren kann: Insbesondere die Prinzipien der agilen
Entwicklung von Programmen strukturieren die Zusammenarbeit und fungieren als
zentrales Bindeglied der interdisziplinären Forschungsarbeit.

Das folgende Kapitel stellt die Prinzipien des interdisziplinären Arbeitens und der
agilen Softwareentwicklung dar. In einem zweiten Schritt wird das daraus abgeleitete
Konzept der agilen Softwareentwicklung als interdisziplinäre Forschungspraxis in einer
konkreten Umsetzung beschrieben: Das Fallbeispiel des Dortmund Center für daten-
basierte Medien-Analyse (DoCMA) zeigt, wie sich jahrelange fächerübergreifende Zu-
sammenarbeit entlang kontinuierlicher Softwareentwicklung gestalten lässt. DoCMA
wurde 2014 unter Beteiligung von Professoren des Instituts für Journalistik sowie der
Fakultäten Statistik und Informatik der TU Dortmund gegründet. Am Anfang der Kol-
laboration stand das gemeinsame Ziel, massenmediale Berichterstattung mittels Text-
Mining-Verfahren auszuwerten. In gemeinsamen Forschungsvorhaben entstanden Soft-
ware-Funktionalitäten, aus denen wiederum in der längerfristigen Kooperation das ge-
meinsame Projekt einer für Dritte nutzbaren Forschungssoftware hervorging (das R-
Paket tosca). Diese Art der Zusammenarbeit wird im vorliegenden Paper systematisch
als interdisziplinäre Forschungspraxis vorgestellt. Forschungsprobleme und ‑projekte
werden skizziert, außerdem ihre interdisziplinäre Dimension und ihr jeweiliger Beitrag
zum gemeinsamen interdisziplinären Software-Produkt.

Softwareentwicklung als interdisziplinäre Forschungspraxis

Im folgenden Kapitel sollen zunächst Begriffe umrissen werden, die jeweils bestimmte
Konstellationen der fächerübergreifenden Forschung beschreiben: Parallele werden von
integrativen Ansätzen unterschieden; Modelle, in denen Disziplinen gleichberechtigt
kooperieren, werden von solchen abgegrenzt, in denen sich Fächer dem wissenschaftli-
chen Fortschritt anderer unterordnen. Neben diesen Formen fächerübergreifender For-
schungspraxis und ihren Charakteristika werden bestimmte Elemente beschrieben, die
für die Organisation der Zusammenarbeit von zentraler Bedeutung sind, etwa der Um-
gang und die Verteilung von Wissen, die gemeinsame Kommunikation etc. Diese allge-
meine Annäherung an interdisziplinäre Formen setzt den Rahmen für den zweiten Teil
des Kapitels, in dem die Prinzipien agiler Softwareentwicklung umrissen werden, um sie
schließlich als Modus interdisziplinärer Forschungspraxis zu beschreiben.

Formen, Charakteristika und Elemente fächerübergreifender Forschungspraxis

Terminologisch ist grundsätzlich zwischen multidisziplinärer und interdisziplinärer
Forschung zu unterscheiden. Während erstere vor allem komplementäre, aber separate
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Beiträge der beteiligten Fächer zur Beantwortung gemeinsamer Fragestellungen umfasst,
zielt letztere auf die systematische Integration von Ideen: „There is a requirement for a
form of collaboration that leads to the design of new types of complex empirical ap-
proaches along with integrated analyses combining methods and concepts from parti-
cipating disciplines“ (Fiore, 2008, S. 254). Ähnlich definieren Defila u. a. Interdiszipli-
narität als „integrationsorientiertes Zusammenwirken von Personen aus mindestens
zwei Disziplinen im Hinblick auf gemeinsame Ziele und Ergebnisse, indem die diszi-
plinären Sichtweisen zu einer Gesamtsicht zusammengeführt werden“ (Defila u. a., 2008,
S. 12).

Analog zu der Unterscheidung zwischen multi- und interdisziplinärer Forschung
differenzieren Barry u. a. (2008, S. 28) zwischen verschiedenen Modi der Forschungs-
zusammenarbeit (die sie jedoch insgesamt unter den Begriff der Interdisziplinarität sub-
sumieren): Im „subordination-service mode“ ordnet sich eine Service-Disziplin der
Haupt-Disziplin unter, arbeitet ihr zu und kompensiert das Fehlen von Kompetenzen
oder Perspektiven (ebd., S. 29). Dabei sind Disziplinen keineswegs auf eine Rolle abon-
niert; in verschiedenen Konstellationen sind unterschiedliche Funktionszuweisungen
möglich. Sozialwissenschaften können sich beispielsweise als Haupt-Disziplin mit me-
thodisch ausgerichteten Fächern zusammentun, aber auch als Service-Disziplin in Ko-
operation mit naturwissenschaftlichen Disziplinen zur Analyse ansonsten unberück-
sichtigter „sozialer Faktoren“ (ebd.) beitragen.

Im Gegensatz dazu stehe der „integrative-synthesis mode“, der beidseitige episte-
mische Transformation im oben beschriebenen wahrhaft interdisziplinären Sinne be-
deute (ebd., S. 28). Beide Modi träten nicht exklusiv, sondern in der Praxis zumeist pa-
rallel auf. Der Katalysator beim Schritt von multi- zu interdisziplinären Teams ist laut
Fiore die zunehmende Komplexität der Probleme, die die Forscher*innen gemeinsam
zu adressieren versuchen (Fiore, 2008, S. 254). Barry u. a. betonen entsprechend, dass
insbesondere integrativ-synthetische Forschung das Potenzial habe, Innovationen her-
vorzubringen – also Erneuerungen, die „protend and open up the space of future pos-
sibilities“ (Barry u. a., 2008, S. 26).

Zentral bei der interdisziplinären Arbeit ist die effektive Verteilung von Wissen, also
die Unterscheidung zwischen Expertenwissen und generalisiertem Wissen (Porter u. a.,
2006, S. 192), das gegenseitiges Verständnis und überhaupt erst Kommunikation ermög-
licht. Die Pflege von „partially overlapping knowledge“ (Fiore, 2008, S. 256) manifestiert
sich in einer gemeinsamen Sprache, in der sich die Interdisziplinarität als Hybrid der
Technolekte, also der Fachsprachen der einzelnen Disziplinen, spiegelt. Schon 1944 be-
schrieben Brozek und Keys die fächerübergreifende Kollaboration dementsprechend als
„social art“ (Brozek und Keys, 1944, S. 512), die von den Beteiligten Geduld erfordere.
In ihrem kanonischen Science-Aufsatz zu den allgemeinen Aspekten interdisziplinärer
Arbeit betonten sie, dass es für die fächerübergreifende Kollaboration nicht nur „ab-
stract, theoretical intelligence (and, frequently, manipulative skill) but also ‘social intel-
ligence’“ (ebd.) brauche.

In einem Forschungsüberblick stellt Fiore fest, dass erfolgreiche fächerübergreifende
Kollaboration mit Konzepten aus der Teamwork-Forschung korrespondiere: Rollen-
differenzierung, komplementäres Wissen und gemeinsame mentale Modelle sind ent-
scheidende Erfolgsfaktoren. Förderlich für diese Qualitäten sei insbesondere der Aufbau
von interpositionalem Wissen, das durch dynamische Funktionszirkulation innerhalb
des Teams entstehe. Salas u. a. (2007, S. 474) beschreiben diese Technik als „cross-trai-
ning“: Durch die Positionsrotation entwickeln die Team-Mitglieder ein Verständnis für
das Wissen und die Fähigkeiten, die nötig sind, um die Aufgaben ihrer Kollegen auszu-
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führen. Interpositionales Wissen fördere das gegenseitige Verständnis innerhalb des
Teams und biete die Möglichkeit, cross-disziplinäre Perspektiven auf gemeinsame For-
schungsprobleme zu entwickeln (Fiore, 2008, S. 268). Verwandt damit ist das Konzept
der shared leadership, also die wechselnde Übertragung von Führungsaufgaben inner-
halb des Teams „in order to take advantage of member strengths (e.g., knowledge, skills,
attitudes, perspectives, contacts, and time available) as dictated by either environmental
demands or the development stage of the team“ (Burke u. a., 2003, S. 105).

Gleichzeitig zeichnet sich interdisziplinäre Zusammenarbeit durch die Logik der
Verantwortlichkeit aus („logic of accountability“, siehe Barry u. a., 2008, S. 31). Die Idee
dahinter ist, dass die Zusammenarbeit mit fremden Fächern zahlreiche Anlässe der ge-
genseitigen Erklärung (oder auch Rechenschaft) erzeugt – diese Irritation kann zu einer
Steigerung der Qualität interdisziplinärer Forschung beitragen. Interdisziplinäres Ar-
beiten katalysiere auf diese Weise Lernprozesse, Wissenstransfer und die Aneignung und
Entwicklung von Fähigkeiten. Der Aufbau einer interdisziplinären Forschungsinfra-
struktur ist in diesem Sinne sowohl ein Investment in materielle Ressourcen als auch in
Humankapital (Woolley u. a., 2015, S. 568).

Die Konstellationen interdisziplinärer Zusammenarbeit sind in mehrfacher Hinsicht
dynamisch: Hierarchien orientieren sich an wechselnden Fragestellungen – die Disziplin,
die sich in einem Projekt unterordnet, übernimmt in anderen Phasen den Lead. Mit dieser
integrativen Form der Interdisziplinarität gehen indes hohe Anforderungen einher. Un-
ter die Oberbegriffe der Teamfähigkeit oder der sozialen Intelligenz lassen sich vor allem
drei zentrale Herausforderungen fächerübergreifender Kollaboration zusammenfassen:
(1) ein effizientes Gleichgewicht zwischen disziplinärem Expertenwissen und allgemei-
nem, intersektionalem Wissen; (2) ein hohes Maß an gegenseitigem Verständnis für die
Aufgaben und Arbeitsabläufe anderer Gruppenmitglieder, also die Pflege von interpo-
sitionalem Wissen; (3) eine Kultur geteilter Verantwortlichkeit auf Basis flacher Hier-
archien und konstanter Kommunikation zwischen allen Beteiligten. Eine interdiszipli-
näre Infrastruktur, also der organisationale Rahmen der Kollaboration, muss auf diese
Faktoren ausgerichtet sein.

Das beschriebene Ideal interdisziplinärer Zusammenarbeit ist in der Praxis allerdings
nicht ad hoc umzusetzen und ist regelmäßig das Resultat jahrelanger Kooperation. In-
terdisziplinäre Arbeit muss also auch als Entwicklung betrachtet werden, die nicht im
Idealzustand beginnt und in ihren Anfängen sogar an idealisierten Ansprüchen scheitern
könnte. Es ist daher zentral, auch den – in der Forschung eher wenig beachteten – Prozess
der interdisziplinären Annäherung zu beschreiben und Anforderungen zu definieren,
die für das jeweilige Entwicklungsstadium angemessen sind. Beispielsweise ist es denk-
bar, dass interdisziplinäre Zusammenarbeit zunächst in Projekten organisiert wird, die
bewusst Service- und Haupt-Disziplin definieren und erst später eine sukzessive Inte-
gration anstreben. Gleichzeitig legitimiert sich die Kollaboration erst durch wissen-
schaftlichen Output – diese eher kurzfristigen Ansprüche bilden ein Spannungsfeld mit
den langfristigen Perspektiven, etwa dem Aufbau gemeinsamer Ressourcen, dem Finden
einer gemeinsamen Sprache etc. – die Organisation interdisziplinärer Zusammenarbeit
muss beide zunächst konfligierenden Modi und die damit assoziierten Geschwindigkei-
ten berücksichtigen.

An die Frage danach, wie dieser Weg zunehmender Integration entlang eines ge-
meinsamen, projektübergreifenden Zwecks zu gestalten ist, knüpfen die folgenden
Überlegungen einer Kollaboration an, in deren Fokus die agile Entwicklung gemeinsa-
mer Forschungssoftware steht.
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Agile Software-Entwicklung als Modus der Interdisziplinarität

Agilität als Philosophie der Software-Entwicklung basiert auf adaptiven Prozessen und
evolutionärer Entwicklung (Beck u. a., 2001). Die agile Entwicklung von Software er-
möglicht, mittels inkrementeller Arbeitskadenzen („Sprints“) auf Unvorhersehbarkei-
ten im Produktionsprozess zu reagieren (Yadav u. a., 2015, S. 542). Dies ist auch ihr
entscheidender Vorteil gegenüber Methoden, die den Anspruch verfolgen, vor Beginn
der Entwicklung den gesamten Entwicklungsprozess zu determinieren (und sich da-
durch wiederum durch verlässlichere Planbarkeit auszeichnen).

Die agile Planung, Implementierung und das Testen neuer Code-Teile finden in sich
ständig wiederholenden Kreisläufen statt, die jeweils eine neue Iteration des schnell ar-
beitsfähigen Software-Produkts erzeugen („Rapid Prototyping“): „The key point is that
agile approaches plan features, not tasks“ (Highsmith und Cockburn, 2001, S. 121). Ite-
rationen können in diesem Sinne auch als kleine, in sich abgeschlossene Projekte be-
schrieben werden (Yadav u. a. bezeichnen dieses Vorgehen als „mini-waterfalls“, Yadav
u. a., 2015, S. 543), die aus fünf Aktivitäten bestehen (Biju, 2008, S. 98): Am Anfang steht
die Planung, am Ende die Integration – dazwischen inkrementell-iteratives Design, Co-
ding und Testen.

Zum Zweck wiederkehrender Nachjustierung und Qualitätssicherung werden an
verschiedenen Stellen des Prozesses unterschiedliche Stakeholder (Kunden, Entwickler
und Programmierer, Analysten und Tester, Projekt-Manager und Team-Leader) invol-
viert (Galkina und Yachenko, 2014, S. 37). Die Behebung von Fehlern („Bugs“) findet
dementsprechend fortlaufend statt und nicht nur am Ende des Prozesses.

Zentrale Anforderung an die Teams, die agile Software-Entwicklung betreiben, ist
Flexibilität – sie zeichnen sich zudem durch flache Hierarchien und Selbstorganisation
aus (Kakar, 2017). In den verschiedenen Iterationen können und sollen die Team-Mit-
glieder verschiedene Funktionen übernehmen; während einer Iteration jedoch soll die
Rollenzuordnung unverändert bleiben (Yadav u. a., 2015, S. 543). Diese Dynamik er-
fordert ständige Kommunikation (Galkina und Yachenko, 2014, S. 37), vor allem Über-
gaben und eine extensive Dokumentation des Codes (Yadav u. a., 2015, S. 543).

Überträgt man die Prinzipien der Agilität auf die interdisziplinäre Entwicklung von
Forschungssoftware, lassen sich zwei Ebenen der Zusammenarbeit nach ihren verschie-
denen Zeithorizonten unterscheiden: auf der einen werden zeitlich begrenzte Projekte
umgesetzt, auf der anderen die längerfristige Zusammenarbeit organisiert:

Auf Ebene eins gibt es zunächst die konkreten Forschungsprojekte mit klar verteilten
Rollen und fixen Hierarchien. In der Sprache der agilen Softwareentwicklung lassen sich
diese zeitlich klar definierten Projekte als Iterationen bezeichnen (Abbildung 1 be-
schreibt den Zyklus einer solchen Iteration). Die einzelne Iteration ist damit ein für sich
zu betrachtendes, abgeschlossenes Forschungsprojekt, dessen Output ein neues Feature,
also eine neue Funktionalität der Software, darstellt. Der Ausgangspunkt jeder dieser
Iterationen ist die Erkenntnis, dass die durchzuführenden Analysen später wiederholt
und in ähnlicher Weise durchgeführt werden – die Automatisierung in Form von Soft-
ware steigert so langfristig die Effizienz der Analysen (siehe forschungspraktische Bei-
spiele in Folgekapiteln).

Die oben genannten Aktivitäten in jeder Iteration lassen sich als Phasen eines For-
schungsprojekts beschreiben (siehe Abbildung 1), bei dem die Operationalisierung der
Forschungsfrage mit der Entwicklung eines neuen Software-Features einhergeht, also
mit dem Coding (Umsetzung in Programmcode), der praktischen Erprobung (Testen/
Durchführung) und letztendlich der Implementierung eines neuen Features, also einer
Erweiterung der Softwarefunktionalität. Der folgende Feedback- und Publikationspro-
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zess (bspw. im Rahmen eines Review-Verfahrens) entspricht der Überprüfung der Soft-
ware durch Dritte.

Die Iteration trägt damit gleichzeitig zu einer übergeordneten Entwicklung bei, in-
dem sie die Software auf einer zweiten Ebene als langfristiges, gemeinsames Projekt
weiterentwickelt. Anknüpfend an die Iteration in Abbildung 1 ließe sich diese über das
Einzelprojekt hinausweisende Entwicklung als (aufwärtsgerichtete) Spirale aus aufein-
anderfolgenden Iterationen darstellen.

Insbesondere auf dieser zweiten Ebene ist interdisziplinäres Arbeiten im integrativ-
synthetischen Sinn möglich. Das gemeinsame Projekt ermöglicht und katalysiert den
Aufbau von intersektionalem und interpositionalem Wissen. Die Investition in gemein-
same Ressourcen und der Aufbau einer interdisziplinären Forschungsinfrastruktur er-
zeugen geteiltes Wissen. Die in verschiedenen Rollen- und Hierarchiekonstellationen
durchgeführten Iterationen ermöglichen kontinuierliches Cross-Training und shared
leadership. Die Aktivität der Softwareentwicklung führt eine dritte Sprache ein, die über
den Code und die Dokumentation zur interdisziplinären lingua franca wird und so zur
Integration beiträgt. Die Orientierung auf ein gemeinsames Produkt schafft eine Kultur
der gemeinsamen Verantwortlichkeit gegenüber Teammitgliedern und externen Testern
(bspw. Reviewer*innen) und Anwender*innen.

In den folgenden Abschnitten sollen die zwei vorgestellten Konzepte – Interdiszi-
plinarität und Agilität – am Beispiel der Kooperation zwischen Kommunikationswis-
senschaft und Statistik (verallgemeinert: Anwender- und Methodendisziplin) zusam-
mengeführt werden. Hierdurch soll deutlich werden, dass die Prinzipien der agilen Soft-
wareentwicklung prädestiniert sind, die Arbeit fächerübergreifender Teams über lange
Zeiträume zu strukturieren. Es werden hierbei verschiedene Stufen interdisziplinärer
Zusammenarbeit beschrieben, zunächst sehr konkret in ihrer möglichen Operationali-

Abbildung 1: Die Iteration der Forschungssoftware-Entwicklung als Spezialfall der
agilen Softwareentwicklung

Anm.: Jeder Kreislauf stellt auch ein Forschungsprojekt dar. Die jeweils durchzuführenden Ana-
lysen werden als Programmcode umgesetzt und tragen dadurch gleichzeitig als neue Funktionali-
täten – oder Features – zur Entwicklung der gemeinsamen Software bei (eigene Darstellung).
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sierung, um von dort aus wieder verallgemeinerbare Rückschlüsse bezüglich der zuvor
formulierten Modelle agiler Interdisziplinarität zu ziehen.

Software-Entwicklung als interdisziplinäre Praxis am Beispiel des Dortmund
Center für datenbasierte Medien-Analyse (DoCMA)

Infrastruktur

Um die vorangegangenen theoretischen Erwägungen konkret zu exemplifizieren, greifen
die Autor*innen auf ihre Erfahrungen im Kontext des Dortmund Center für datenba-
sierte Medien-Analyse (kurz: DoCMA) zurück. DoCMA ist deswegen als Fallbeispiel
relevant, da Struktur und Organisation der interdisziplinären Zusammenarbeit hier auf
die Erfordernisse der agilen Entwicklung offener Forschungssoftware ausgerichtet wur-
den.

Im Folgenden soll erklärt werden, was dies im Einzelnen für den Aufbau einer in-
terdisziplinären Forschungsinfrastruktur bedeutet und wie diese (1) intersektionales und
interpositionales Wissensmanagement strukturiert und (2) flache Hierarchien bezie-
hungsweise shared leadership organisiert.

Intersektionales und interpositionales Wissensmanagement

Zentrale Grundlage für den Aufbau des gemeinsamen, generalisierten Wissens (Porter
u. a., 2006) ist die Ausbildung einer gemeinsamen Sprache sowie die Etablierung ge-
meinsamer Kommunikationsmedien und ‑formen. Sie sind die Basis für ein hohes Maß
an gegenseitigem Verständnis für die Aufgaben und Arbeitsabläufe anderer Gruppen-
mitglieder.

Tatsächlich lassen sich die Erfordernisse gemeinsamer Softwareprojekte als Aus-
gangspunkt der Formalisierung eigener technolektischer Codes nutzen. So werden bei-
spielsweise an Datenformate (Input und Output der Software) sowohl technische als
auch inhaltliche Anforderungen formuliert – sie sind damit ausgehandelte, interdiszi-
plinäre Sprache, die zum gegenseitigen Verständnis und damit zur Ausprägung des in-
tersektionalen Wissens beitragen. So müssen beispielsweise Textdaten aus verschiedenen
Quellen in ein einheitliches Format überführt werden, um von der Software verarbeitet
zu werden. Dieses Zielformat definiert unter anderem, welche Metadaten unter welchen
Bezeichnungen in welcher Objektstruktur abgelegt werden, und ist damit eine Konven-
tion, die auf inhaltlichen und technischen Erwägungen basiert.

In der Text-Mining-Praxis lassen sich diese Prozesse unter dem Begriff des For-
schungsdatenmanagements subsumieren. Korpora können in standardisierter Form auf
einer gemeinsamen zentralen Server-Infrastruktur abgelegt werden. Das ermöglicht, die
ursprünglich heterogenen Korpora (zumeist verschieden strukturierte HTML- und
XML-Formate) in eine einheitliche Form zu bringen, die für die Anwendung von stan-
dardisierten Funktionen zur Analyse vonnöten ist. Durch die interne Bereitstellung und
Archivierung der Korpora auf einem Datenserver ist neben der Reproduzierbarkeit von
Ergebnissen aus Forschungsprojekten auch eine ständige Verfügbarkeit der Daten für
alle Beteiligten gesichert.

Der Ausgangspunkt der Software-Entwicklung ist die Erkenntnis, dass Analysen
wiederholt und in ähnlicher Weise durchgeführt werden. Neben dem Datenformat ent-
steht hier als nächste Stufe gemeinsamer Sprachentwicklung die Programm-Funktion,
als verallgemeinerte Version des konkreten Analyseschritts. Die Formulierung dieser
Funktion muss sich wiederum den Konventionen einer Programmiersprache unterord-

3.
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nen, die so ebenfalls zum gemeinsamen Medium interdisziplinärer Arbeit wird. For-
schungspraktisch bietet die Implementierung als Softwarepaket in eine bestehende Pro-
grammiersprache den Vorteil, dass sie deutlich ressourcensparender und damit leichter
forschungsaktuell zu halten ist als beispielsweise eine eigenständige Software mit grafi-
scher Oberfläche.

Die im Rahmen von DoCMA erstellte Software wird in R (R Core Team, 2020)
programmiert. R ist neben Python eine der am weitesten verbreiteten Sprachen für Da-
tenanalysen. Beide Sprachen enthalten bereits für die Kommunikationswissenschaft
nützliche Programmpakete (weit verbreitet ist beispielsweise das R-Paket quanteda, Be-
noit u. a., 2018). Neben der Voraussetzung, dass für die Benutzung von R-Paketen
grundlegende Kenntnisse der Sprache benötigt werden, hat die Software-Entwicklung
als R-Paket Vorteile in Bezug auf Nachhaltigkeit, Validierung, Anschlussfähigkeit und
Kontribution, die bei der Entwicklung von Forschungssoftware unabdingbar sind. Zu
jedem R-Paket gehört beispielsweise ein Handbuch, in dem jede Funktion in einer stan-
dardisierten Form dokumentiert ist. Diese Dokumentation kann ebenso aus dem lau-
fenden Programm heraus für einzelne Funktionen aufgerufen werden und liefert eine
schnelle Hilfestellung für alle Anwender*innen. Als ausführlichere Anleitung werden
R-Pakete außerdem in sogenannten Vignetten beschrieben. Da sich die Software an die
interdisziplinär ausgerichtete R-Community richtet, muss auch für Handbuch und Vi-
gnette eine Sprache gefunden werden (samt veranschaulichenden Beispielen, Demo-Da-
tensätzen etc.), die die einzelnen Fachterminologien überwindet und sowohl für An-
wender aus Geistes- und Sozialwissenschaften als auch für Interessenten aus den Me-
thodenwissenschaften angemessen ist.

Flache Hierarchien und gemeinsame Verantwortung

Flache Hierarchien sind die Grundlage für eine Kultur gemeinsamer Verantwortlichkeit.
Entscheidend für die Entwicklung dieser Kultur sind indes als Gegenpart verschiedene
interne und externe Instanzen der Rechenschaft, gegenüber denen verschiedene Betei-
ligte verantwortlich zeichnen. Die (agile) Softwareentwicklung geht mit verschiedenen
Rechenschaftspflichten einher, die die Etablierung geteilter Verantwortung oder shared
leadership fördern.

Im Folgenden werden die internen und externen Instanzen beschrieben, gegenüber
denen sich die DoCMA-Team-Mitglieder zur Rechenschaft verpflichten. Es wird deut-
lich, dass diese die interdisziplinäre Zusammenarbeit durch spezifische Affordanzen
strukturieren. Sie erzeugen die Notwendigkeit für Aushandlungen und Vereinbarungen,
letztlich für eine Kommunikation über Kommunikation. Es entsteht auf diesem Weg
eine gemeinsame Sprache, die Funktionen und Verantwortlichkeiten gegenüber ver-
schiedenen Rechenschaftsinstanzen so definiert, dass sie intersektional verstanden und
interpositional ausgefüllt werden können.

Ein R-Paket sollte beispielsweise so programmiert werden, dass Funktionalitäten
automatisiert intern überprüft werden. Das heißt, dass Tests, die den vollen Funktions-
umfang des Pakets abdecken, schon als wichtiger Bestandteil der iterativ-agilen Pro-
grammierung selbst vorgesehen sind (vgl. Abbildung 1). In R gibt es eine Auswahl an
Paketen, die beim Erstellen solcher Tests unterstützen (Wickham, 2011; Lang, 2017).
Durch die netzwerkartige Struktur der voneinander abhängigen Pakete (die meisten R-
Pakete integrieren Funktionen anderer Pakete), weisen diese Tests auch auf Funktions-
änderungen in Programmcodes Dritter hin – die „Depedencies“ der Software entspre-
chen also einem Netz gegenseitiger Verantwortlichkeiten.

3.1.2
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R-Pakete, die im offiziellen Archiv CRAN (Comprehensive R Archive Network,
https://cran.r-project.org/) gelistet werden, müssen des Weiteren grundlegende Eigen-
schaften erfüllen (https://cran.r-project.org/web/packages/policies.html), die von fach-
kundigen Mitarbeiter*innen des R-Core-Teams vor einer initialen Veröffentlichung und
vor jedem folgenden Update des Pakets kontrolliert werden. Jedes Paket benötigt haupt-
verantwortliche Autor*innen, die für die Wartung des Pakets zuständig sind. Diese Ver-
antwortung gegenüber der externen Instanz CRAN spiegelt sich vor allem in einer all-
gemeinen Erreichbarkeit, die eine zeitnahe Beantwortung von Fragen bei Problemen
gewährleistet sowie eine Weiterleitung von Schwächen oder Fehlern des Pakets an die
entsprechend zuständigen Programmierer*innen. Bei der Erstveröffentlichung eines Pa-
ketes muss eine Open-Source-Lizenz gewählt werden, unter der das Paket veröffentlicht
wird. Um fehlerhafter Programmierung vorzubeugen, werden R-Pakete auf CRAN also
nicht nur als Binärdateien, sondern auch als komplett einsehbarer Quellcode bereitge-
stellt. R-Pakete sind zudem in der Regel plattformunabhängig anwendbar, ein Paket soll
aber mindestens unter zwei der gängigen Plattformen für R (Windows, Linux, MacOS)
lauffähig sein. Diese Offenheit verschafft unabhängigen Wissenschaftler*innen die Mög-
lichkeit zu schneller Intervention bei ungewolltem Verhalten oder bei fehlerhaften Be-
rechnungen durch die Software.

Qualitätsmerkmale für nachhaltige Softwareentwicklung sind unter anderen die ein-
fache Möglichkeit des Austausches über die Implementation (Community), des Meldens
von Fehlern und von Rückmeldungen und Wünschen zu zukünftiger Funktionalität
(Supportability) sowie die einfache Integration fremden Programmcodes in bestehende
Software (Interoperability) (Jackson u. a., 2011). Diese Merkmale spiegeln sich im Design
Git-basierter Plattformen (wie zum Beispiel GitHub), die als Repositorium von Beta-
Versionen, Code-Archiv, als soziales Medium und Team-Plattform genutzt werden
können und eine weitere Vernetzung mit Projekten und Entwickler*innen ermöglichen.

Stufen interdisziplinärer Software-Entwicklung

Im Folgenden sollen idealtypisch drei Stufen der längerfristigen Evolution (oder inte-
grativen Annäherung) interdisziplinärer Forschungssoftware-Entwicklung beschrieben
werden: die Phasen des Utilisierens, des Adaptierens sowie eine Phase der Entwicklung.
Die Phasen lassen sich als Pyramide darstellen, die die zunehmenden Ansprüche an die
interdisziplinäre Zusammenarbeit, aber auch ihre zunehmende Innovationsleistung vi-
sualisiert (siehe Abbildung 2): Während es auf der ersten Stufe (Utilisieren) vor allem
darum geht, Funktionalitäten bestehender Software zu kombinieren und so für eigene
Fragestellungen nutzbar zu machen, geht es im zweiten Schritt (Adaptieren) darum,
Programmcode anzupassen und zu ergänzen. Auf der letzten Stufe (Entwickeln) schließ-
lich werden Fragestellungen als eigenständige, neue Software-Features operationalisiert.

Entsprechend dem oben beschriebenen Bild der aufwärtsgerichteten Spirale wird die
Entwicklung von Stufe eins bis drei durch Iterationen vorangetrieben, an deren Ende
der Software Features hinzugefügt werden. Sie entsprechen einzelnen Forschungspro-
jekten, die im Folgenden exemplarisch beschrieben werden.

Zu Beginn einer interdisziplinären Zusammenarbeit zwischen Anwender- und Me-
thodendisziplinen ist es naheliegend, zunächst das bestehende Methoden- und Soft-
warerepertoire mit möglichen Fragestellungen abzugleichen, also der Frage nachzuge-
hen: Für welche Art von Untersuchungen gibt es bereits Methoden beziehungsweise
Software (utilisieren) oder lassen sich Methoden oder Software anpassen (adaptieren)?
Wie in Abbildung 2 dargestellt, bildet die Stufe des Utilisierens das Fundament der An-
forderungspyramide. Diese Anfangsphase der interdisziplinären Zusammenarbeit
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zeichnet sich durch die Implementierung bekannter Methoden aus und stellt im Allge-
meinen durch den hohen Aufwand und zunächst geringen Mehrwert für beide Parteien
eine Herausforderung für die weitere Zusammenarbeit dar. Die frühzeitige Implemen-
tierung sich wiederholender Analyseschritte als Forschungssoftware (rapid prototyp-
ing) verringert jedoch den Aufwand späterer Analysen und schafft damit Kapazitäten
für methodenwissenschaftliche Forschung (s. u.).

Das R-Paket tosca (Tools for Statistical Content Analysis, Koppers u. a., 2020) vereint
die im Rahmen von DoCMA geschriebenen Funktionen. Auf der Ebene des Utilisierens
sind, im Rahmen konkreter Forschungsprojekte, Features für das Einlesen von Daten,
die Vorverarbeitung und das Anwenden des Topic-Modells Latent Dirichlet Allocati-
on (kurz: LDA, Blei u. a., 2003) entstanden. Topic-Modeling-Verfahren wie LDA er-
möglichen es, latente thematische Zusammenhänge in großen Textkorpora sichtbar zu
machen. Bei der LDA werden diese Zusammenhänge als Topics modelliert, als Wahr-
scheinlichkeitsverteilungen über alle Wörter. Zur Interpretation der Modelle bedarf es
Visualisierungen, die dem Paket bedarfsorientiert hinzugefügt wurden. Parallel wurden
verschiedene Validierungsmethoden für LDA implementiert (Maier u. a., 2018; Song
u. a., 2020): tosca ermöglicht Validierung mittels intruder words und topics (Chang u. a.,
2009) sowie topic coherence (Mimno u. a., 2011).

Die Implementierung wurde dabei möglichst generisch vorgenommen, sodass die
Funktionen nicht nur bei der konkreten Anwendung, sondern auch für verallgemeinerte
Probleme angewandt werden können. In von Nordheim, Boczek, Koppers und Erd-
mann (2018) wurde bereits das Grundgerüst der Datenvorverarbeitung genutzt, so dass
von Nordheim, Boczek und Koppers (2018) auf diese fundamentalen Funktionen auf-
bauen konnten. Insbesondere das Bereitstellen von Funktionalitäten zur Erschließung
neuer Datenquellen wird zumeist durch neue Projektideen motiviert. Um die Analysen
für Boczek und Koppers (2020) durchführen zu können, musste tosca etwa um eine

Abbildung 2: Anforderungspyramide interdisziplinärer Software-Entwicklung

Anm.: Mit den drei Stufen der Entwicklung interdisziplinärer Arbeit sind jeweils unterschiedliche
Anforderungen und Innovationspotenziale assoziiert: Auf den ersten Stufen geht es um das An-
wenden und Anpassen bestehender Forschungssoftware, auf der dritten Stufe um die Entwicklung
neuer Features (eigene Darstellung).
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Funktion zum Einlesen von WhatsApp-Daten erweitert werden. Die vollständige Pipe-
line des Pakets konnte zusätzlich in mehreren Abschlussarbeiten und Dissertationen
(Boczek, 2019; von Nordheim, 2019) im Bereich der Journalistik genutzt werden, wo-
durch Absolvent*innen befähigt wurden, eigene Datenprojekte durchzuführen.

Der Einsatz der Software im Bereich der Lehre ermöglicht insbesondere Studieren-
den der Journalistik, ohne große Programmierkenntnisse nach kurzer Einführung eigene
Datenanalysen durchzuführen. Die Nutzung von tosca außerhalb der eigenen For-
schungsgruppe wird durch die Anbindung an andere R-Pakete, wie zum Beispiel an die
für quanteda (Benoit u. a., 2018) oder tidyverse (Wickham, 2019) gängigen Datenstruk-
turen, erleichtert.

Eine kontinuierliche und nachhaltige Kooperation wird wahrscheinlicher, wenn die
beteiligten Akteure gegenseitigen Nutzen aus ihr ziehen, also möglichst gleichberechtigt
zusammenarbeiten. Dies würde bedeuten, den einseitigen Subordination-Service-Mo-
dus zugunsten einer integrativ-synthetischen Zusammenarbeit zu überwinden. Dieser
Modus entspricht im genannten Beispiel der Stufe der integrativen Software-Entwick-
lung; hierbei ist die wissenschaftliche Innovationsleistung (also der Erkenntnisfort-
schritt) zwischen den Disziplinen quasi gleich verteilt. Die Zusammenarbeit erzeugt auf
dieser Stufe Erkenntnisse, die in beiden Disziplinen wissenschaftlich verwertbar sind.

Die Organisation dieser Form von gleichberechtigter Interdisziplinarität ist beson-
ders komplex, da schon die Formulierung synergetisch zu bearbeitender Fragestellungen
ein hohes Maß an gegenseitigem Verständnis erfordert. Wie durch die folgenden Bei-
spiele klar wird, entsteht dieses Verständnis eben mit der Erfahrung wiederholter, ähn-
lich gelagerter Projekte und der damit verbundenen, iterativen Optimierung von Pro-
zessen. So entstehen Fragestellungen auf der Ebene der Entwicklung vor allem aus der
Forschungspraxis und sind damit zumeist methodischer Natur. Wiederholt auftretende
Forschungsdilemmata werden zum Ausgangspunkt gemeinsamer Methodenentwick-
lungen und neuer Software-Features.

Praxisbeispiel 1: Effizientes Sampling

Ein Beispiel eines solchen Dilemmas aus der DoCMA-Forschungspraxis ist das zeitauf-
wendige Sampling von Artikeln aus einer Grundgesamtheit: Für die Beantwortung einer
Forschungsfrage mit Hilfe von großen Textsammlungen müssen diese oft zu Beginn der
Analyse mittels passender Suchworte auf die relevanten Texte eingeschränkt werden.
Die Validierung solcher Wortfilter ist sehr zeitaufwendig, da eine ausreichend große
Zufallsstichprobe von Codierer*innen betrachtet und bezüglich ihrer Relevanz beurteilt
werden muss. Dieser Aufwand führt in vielen Studien dazu, dass Gütekriterien wie Pre-
cision und Recall nicht berichtet werden (Stryker u. a., 2006). Dieses forschungsprakti-
sche Dilemma erwies sich als fruchtbares interdisziplinäres Problem. Die Entwicklung
eines gewichteten Schätzverfahrens für diesen Anwendungsfall ist eine typische statis-
tische Forschungsfrage. Ein passendes Verfahren wurde entwickelt und als neues Feature
in tosca implementiert.

Praxisbeispiel 2: Reliable LDA

Ein weiteres Beispiel ist die Frage, wie mit der Zufallskomponente von LDA-Topic-
Modellen methodisch umgegangen werden kann. Bei dem probabilistischen Verfahren
können sich die Ergebnisse von unabhängig auf identischen Daten durchgeführten
LDA-Läufen mit gleicher Parametrisierung unterscheiden. Diese Instabilität der LDA
wird in der Literatur nur selten thematisiert (Agrawal u. a., 2018). Im Sinne guter wis-
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senschaftlicher Praxis ist die Eigenschaft der Instabilität ein Makel, schränkt sie doch die
Reproduzierbarkeit der Ergebnisse ein. Aus dieser Beobachtung heraus hat sich das Be-
dürfnis nach reliableren Ergebnissen entwickelt. Zwar haben sich sowohl aus dem Be-
reich der Statistik und Informatik (z. B. Mantyla u. a., 2018; Su u. a., 2016; Greene u. a.,
2014; Nguyen u. a., 2014; Stevens u. a., 2012; Newman u. a., 2011; Mimno u. a., 2011) als
auch aus dem Bereich der Kommunikationswissenschaften (z. B. Maier u. a., 2018;
Niekler, 2016; Niekler und Jähnichen, 2012) bereits vereinzelte Forschungsgruppen mit
dem Thema beschäftigt – ein valides generisches Vorgehen stand aber bislang aus.

Der Lösungsansatz für das beschriebene Problem der LDA-Instabilität orientiert
sich an einem klassischen Vorgehen aus der Statistik. Für eine gewählte Parametrisierung
werden eine große Anzahl von LDA-Läufen (typischerweise etwa 100) durchgeführt,
deren Repräsentanten es zu bestimmen gilt. Dabei wird die Ähnlichkeit von zwei Mo-
dellen aus zwei LDA-Läufen dadurch quantifiziert, wie gut sich die zugehörigen Topics
paarweise aus beiden Läufen zuordnen lassen. Schlussendlich bildet das Modell den
Prototyp, das die höchste mittlere paarweise Ähnlichkeit zu allen anderen LDA-Läufen
besitzt. Dieses Vorgehen wird in Rieger u. a. (2020) beschrieben, ist als getestetes R-Paket
auf CRAN und GitHub unter dem Namen ldaPrototype (Rieger, 2020) verfügbar und
bereits in ersten Forschungsprojekten zum Einsatz gekommen (von Nordheim und
Rieger, 2020).

Beide Beispiele verdeutlichen, dass interdisziplinäre Innovationen, d. h. Forschungs-
ergebnisse, die in allen beteiligten Disziplinen einen Erkenntnisfortschritt darstellen, im
Fall von DoCMA erst durch eine vorangegangene Phase der Annäherung möglich wur-
den. Die Phase des Utilisierens und Adaptierens bildete hier also ein notwendiges Fun-
dament, das gegenseitiges Verständnis (um nicht zu sagen: gegenseitige Empathie) för-
derte und so die Identifikation integrativ-synthetischer Fragestellungen ermöglichte.

Zusammenfassung

Ausgangspunkt dieser Arbeit war die Erkenntnis, dass wissenschaftlicher Fortschritt
zunehmend durch interdisziplinäre Verschränkung ermöglicht wird: Impact und Inter-
disziplinarität sind „twin challenges“ (Tsatsou, 2016, S. 655). Insbesondere für die Me-
dien- und Kommunikationswissenschaften ist es vor dem Hintergrund von Digitalisie-
rung und Medienkonvergenz zwingend notwendig, sich Disziplinen zu öffnen, deren
Kerngeschäft die computergestützte Analyse großer Datenmengen ist. Ein möglicher
Weg, diese Annäherung zu motivieren, wurde in dieser Arbeit beschrieben – die agile
Entwicklung von Forschungssoftware. Sie katalysiert interdisziplinäre Zusammenar-
beit, indem sie…
– …zwei Geschwindigkeiten ermöglicht: Die Pyramide interdisziplinärer Anforde-

rungen (Abbildung 2) verdeutlicht, dass die Wahrscheinlichkeit für interdisziplinären
Erkenntnisfortschritt (im integrativ-synthetischen Modus) wächst, wenn hierfür zu-
nächst Grundlagen geschaffen werden. Die Bildung dieses Fundaments lässt sich als
Aufbau einer gemeinsamen Infrastruktur beschreiben. Um die interdisziplinäre Kol-
laboration nicht zu überfordern, sollten auf jeder Stufe realistische Erwartungen an
die gemeinsame Zusammenarbeit formuliert werden – in dieser ersten Phase des Res-
sourcenaufbaus sollten entsprechend Projekte im Mittelpunkt stehen, die sich mit
dem Utilisieren und Adaptieren bestehender Methoden (im Subordination-Service-
Modus) in Form von Software befassen. Iterationen – für sich genommen sowohl
Forschungsprojekte als auch Feature-Entwicklung auf basalem Niveau – führen so
zu kurzfristigen Ergebnissen und zahlen gleichzeitig auf die langfristige Entwicklung
der Zusammenarbeit ein. Diese Annäherung ermöglicht es später, Probleme aus

4.
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einem neuen Blickwinkel zu betrachten, zu definieren und neue Lösungsansätze im
Sinne des integrativ-synthetischen Modus zu entwickeln.
Diese zwei parallelen Prozesse, die der kurzfristigen wissenschaftlichen Verwer-
tungslogik Rechnung tragen (durch output-orientierte Iterationen) und gleichzeitig
langfristige Evolution ermöglichen (durch sukzessiven Ressourcenaufbau), lassen
sich als aufwärtsgerichtete Spirale beschreiben.

– …die Entstehung einer gemeinsamen Sprache fördert: Die kollaborative Entwicklung
von Software schafft Anlässe, sprachliche Konventionen auszuhandeln. Die Pro-
grammiersprache ist gemeinsame Grundlage, aus der das Vokabular des interdiszi-
plinären Teams entsteht; Medien der Softwareentwicklung bilden den Rahmen für
diesen Prozess. Datenformate müssen nach inhaltlichen und technologischen Ge-
sichtspunkten definiert werden, Funktionen müssen als standardisiertes Aggregat
wiederkehrender Analysen formuliert und Dokumentationen für ein interdiszipli-
näres Publikum verfasst werden. All diese Aufgaben fördern die Bildung eines ge-
meinsamen Technolekts. Durch diese Sprachentwicklung entlang der Affordanzen
der Software-Entwicklung entsteht unweigerlich gemeinsames Wissen – die elemen-
tare Grundlage interdisziplinären Arbeitens.

– …eine Logik der Rechenschaft etabliert: Geteilte Verantwortung und flache Hierar-
chien bedingen sich. Dieser Grundsatz erfolgreicher interdisziplinärer Zusammen-
arbeit spiegelt sich bei der Entwicklung von Open-Source-Software in verschiedenen
Konstellationen der Accountability: Die Programmierer*innen sind gegenüber der
Community rechenschaftspflichtig, gegenüber Distributor*innen (beispielsweise
den CRAN-Betreiber*innen), anderen Entwickler*innen und Usern.

Abschließend ist es wichtig zu betonen, dass der Aufbau interdisziplinärer Strukturen
über die Entwicklung gemeinsamer Forschungssoftware als Investment zu sehen ist, das
sich nicht immer kurzfristig im Sinne der Verwertungs- beziehungsweise Publikations-
logik des Wissenschaftsbetriebs auszahlt. Eine Disziplin wie die Medien- und Kommu-
nikationswissenschaft könnte indes den Aufbau von Strukturen anregen, indem sie Orte
institutionalisiert, die die Sichtbarkeit solcher interdisziplinärer Arbeit erhöhen. Dies
geschieht sicherlich zunehmend: Publikationen1 und Konferenzen schaffen Diskurs-
und Sichtbarkeitsräume für Interdisziplinarität im Allgemeinen und Forschungssoft-
ware im Speziellen – wir befinden uns jedoch erst am Anfang dieser Entwicklung.

Gleichzeitig müssen die Voraussetzungen für interdisziplinäre Annäherung über die
gemeinsame Arbeit an Programmcode schon in der Ausbildung geschaffen werden. Aus
Sicht der Medien- und Kommunikationswissenschaft kann insbesondere der Erwerb
neuer Kompetenzen, etwa das Erlernen von Programmiersprachen, zur Hürde für den
interdisziplinären Austausch werden. Die derzeit zu beobachtende Integration entspre-
chender Kompetenzen in die Curricula medien- und kommunikationswissenschaftlicher
Studiengänge kann in diesem Sinne zu einer wünschenswerten Öffnung der Fächer bei-
tragen.

Es bedarf zudem einer frühen Sensibilisierung für den Wert (und die Mühen) der
interdisziplinären Entwicklung von Forschungssoftware – bestenfalls durch praktische
Tandem-Projekte (zum Beispiel Hackathons), bei denen Studierende verschiedener Fä-
cher zusammenarbeiten. Hierbei kann früh vermittelt werden, dass es bei einer inter-
disziplinären Entwicklung gemeinsamer Forschungssoftware nicht zuletzt um soziale
Faktoren geht: die Bereitschaft, sich auf eine neue Fachkultur einzulassen, also Offenheit,

1 Neben diesem Heft selbst steht beispielsweise das 2019 erstmals erschienene Journal „Compu-
tational Communication Research“ für die zunehmende Wichtigkeit der inhärent interdiszipli-
nären computergestützten Methoden im Fach.
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Empathie und Neugierde – denn am Ende bleibt Interdisziplinarität vor allem eine „so-
cial art“ (Brozek und Keys, 1944, S. 512).
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